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Abstract. Software Product Line (SPL) approaches motivate the development and 

implementation of a flexible and adaptable architecture to enable software reuse in 

organizations. The SPL architecture addresses a set of common and variable 

features of a family of products. Based on this architecture, products can be 

derived in a systematic way. A multi-agent system product line (MAS-PL) defines 

an SPL architecture that is modularized, also using software agents to model, 

design and implement its common and variable features. This paper presents the 

development of an MAS-PL for the web domain, describing its architecture, the 

agents that compose the system and details of the object-oriented implementation 

and design. This MAS-PL consists of the evolutionary development of the 

ExpertCommittee web-based system. Furthermore, this paper reports some lessons 

learned from this exploratory study of definition of a MAS-PL. 
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1   Introduction 

Software engineering aims to produce methods, techniques and tools to develop software 

systems with high levels of quality and productivity. Software reuse [1] is one of the 

main strategies proposed to address these software engineering aims. Software reuse 

techniques provide many benefits, such as reduction of development costs and time to 

market, and quality enhancement. Over the last years many reuse techniques have been 

proposed and refined by the software engineering community. Examples of these 

techniques are: component-based development [2], object-oriented (OO) application 

frameworks [3] and libraries, software architectures [4] and patterns [5, 6]. One of the 

latest trends in software reuse is the product line approach.  

Software product lines [7, 8] (SPLs) refer to engineering techniques for creating 

similar software systems from a shared set of software assets using a systematic method  

in order to build applications. Clements & Northrop [8] define a software product line 

(SPL) as “a set of software intensive systems that share a common, managed set of 

features satisfying the specific needs of a particular market segment or mission and that 



are developed from a common set of core assets in a prescribed way”. The core idea of 

SPL engineering is to develop a reusable infrastructure that supports the software 

development of a family of products. A family of products is a set of systems that has 

some commonalities, but also variable features. According to [9], a feature is a system 

property that is relevant to some stakeholder and is used to capture commonalities or 

discriminate among products in a product line. 

Over the last years, agent-oriented software engineering (AOSE) has also emerged as 

a new software engineering paradigm to allow the development of distributed complex 

applications which are characterized by a system composed of many interrelated sub-

systems [10]. Most of the current AOSE methodologies are dedicated to developing 

single multi-agent systems [11]. New approaches [12, 13] have started to explore the 

adoption of SPL techniques to the context of multi-agent systems (MAS) development. 

The aim of these new approaches is to integrate SPL and AOSE techniques by 

incorporating their respective benefits and helping the industrial exploitation of agent 

technology. Nevertheless, there are still many challenges to be overcome in the 

development of multi-agent systems product lines (MAS-PLs) [11]. 

In this work, we relate our experience of development of a MAS-PL in a bottom-up 

fashion. Our MAS-PL has been developed and emerged from the evolution of a 

conference management web-based system. Each new version of the system includes the 

design and implementation of new features that the previous version does not address. 

Most of the new features are related to the introduction of new autonomous behavior in 

the original system using MAS technology, such as agents, roles and their associate 

behaviors. All the three versions of our MAS-PL share a common SPL core architecture. 

The purpose of this case study was to create a scenario to identify problems related to the 

integration of the SPL and MAS technologies. Some of the questions that came over 

during the development of the MAS-PL were: (i) how to modularize agency features in a 

MAS-PL; (ii) how to seamlessly incorporate autonomous behavior (agency features) in a 

traditional web-based system; (iii) which SPL models are useful and essential to specify 

and document an MAS-PL, and how to adapt them to the context of MAS-PL 

development. We also discuss possible solutions to these problems, such as adopts 

aspect-oriented programming (AOP) to isolate existing agency features. 

This remainder of this paper is organized as follows. Some works related to multi-

agent systems and product lines are described in Section 2. The ExpertCommittee MAS 

Product Line is presented in Section 3. The discussions and lessons learned are presented 

in Section 4. Finally, the conclusions and directions for future works are discussed in 

Section 5. 

2   Multi-Agent Systems and Product Lines 

Only some recent research work has investigated the integration synergy of Multi-Agent 

Systems (MASs) and Software Product Lines (SPLs) technologies. Dehlinger & Lutz 

[13] have proposed an extensible agent-oriented requirements specification template for 

distributed systems that supports safe reuse. Their proposal adopts a product line to 

promote reuse in multi agent systems, which was developed using the Gaia 

methodology. The requirements are documented in two schemas: the role schema and 

the role variation point. The first defines a role and the variation points that a role can 

play during its lifetime. The second captures the requirements of role variation points 



capabilities. The proposed approach allows the reuse of agent configuration along the 

system evolution. Each agent configuration can be dynamically changed and reused in 

similar applications. 

Pena et al [12] describe an approach to describing, understanding, and analyzing 

evolving systems. The approach is based on viewing different instances of a system as it 

evolves as different "products" in a software product line. Following their approach, an 

SPL is developed with an AOSE methodology, and the system is viewed as MAS-PL. 

Their approach proposes a set of software engineering techniques based on an agent-

oriented methodology called Methodology for analyzing Complex MultiAgent Systems 

(MaCMAS) [14], whose main aim is to deal with complex unpredictable systems. The 

MaCMAS allows for the description of the same feature at different levels of abstraction. 

It presents a process to building the core architecture of an MAS-PL at the domain 

engineering stage, whose activities are: (i) to build an acquaintance organization; (ii) to 

build a feature model; and (iii) to analyze commonalities and to compose core features. 

The main advantage of the approach resides in the fact that it makes it possible to derive 

a formal model of the system and each state that it may reach. 

Our work also explores the combination of MAS and SPL techniques and 

technologies in the context of development and evolution of systems. We focus 

specifically in the web-based systems domain by proposing the insertion of autonomous 

behavior features inside traditional web layered architectures. Our main aim was to 

investigate and understand the benefits of the agency feature modularization during this 

process. 

3   The ExpertCommittee MAS Product Line 

This section describes our experience in the development of a multi-agent system 

product line (MAS-PL) for the web domain. Our experience is presented along the next 

sections in a stepwise fashion. We initially present the ExpertCommittee (EC), a web-

based conference management system that supports the paper submission and reviewing 

processes from a conference (Section 3.1). After that we describe an evolved version of 

this system in which we have incorporated new agency optional and alternative features 

related mainly to the specification and implementation of user agents (Section 3.2). This 

new version of the EC system is characterized as a multi-agent system product line 

(MAS-PL), because it addresses a new set of optional and alternative agency features 

which allows providing different customized configurations of the system. The EC 

MAS-PL architecture designed to address the new agency features is then presented in 

terms of the components and agents that compose the system (Section 3.3). Finally, we 

detail the OO design and implementation of the EC MAS-PL by describing the 

mechanisms adopted to implement its variabilities (Section 3.4). 

3.1 The ExpertCommittee Web-based System 

The ExpertCommittee (EC) is a typical web-based application whose aim is to manage 

the paper submission and reviewing processes from conferences and workshops. The EC 

system provides functionalities to support the complete process of conference 

management, such as: (i) create conferences; (ii) define conference basic data, 

committee member, areas of interest and deadlines; (iii) choose areas of interest; (iv) 



submit paper; (v) assign papers to be reviewed; (vi) accept/reject to review a paper; (vii) 

review paper; (viii) accept / reject paper; (ix) notify authors about the paper review; and 

(x) submit camera ready. Each of these functionalities can be executed by an appropriate 

user type of the system, such as, conference chair, coordinator, program committee 

members and authors. Figure 1 (a) shows the feature model [15] of the first version of 

EC system. This version was considered the core of our MAS-PL, created with the 

incorporation of new optional features in the subsequent versions. 

The EC web-based system was structured according to the Layer architectural pattern 

[16] and is composed of the following components/layers: (i) GUI – this layer is 

responsible to process the web requests submitted by the system users. It was 

implemented using the Struts
1
 framework; (ii) Business – is responsible to structure and 

organize the business services provided by the EC system. The transaction management 

of the business services was implemented using the mechanisms provided by the Spring
2
 

framework; and (ii) Data – aggregates the classes of database access of the system, 

which was implemented using the Data Access Object (DAO) design pattern. The 

Hibernate
3
 framework was used to make persistent the objects in a MySQL

4
 database. 

Figure 2 illustrates the architecture of the EC web-based system and highlights the base 

architecture  

The first implemented version of our EC system is a common web application that 

has the features mentioned above. In the following versions, software agents were 

introduced on the EC system, adding autonomous behavior. The introduction of these 

new autonomous behaviors helps existing user tasks that can be automated using agent 

technology. Examples of features provided by the agents are the deadline monitoring and 

tasks management. We also added a new role, the reviewer, which can review a paper 

delegated by a committee member. Next sections detail these new versions and 

respective features present in their implementations. 

3.2 Evolving the EC system to an MAS-PL 

An evolving system can be viewed as a software product line, because the features that 

are common to all versions of the system comprise the core architecture of the product 

line. In our case study, we have evolved the original version of the EC System (Section 

3.1) to incorporate new agency features. The main aim of these new features was to help 

the tasks assigned to all the system actors by giving them a user agent that addresses the 

following features: (i) deadline and pending tasks monitoring; and (ii) automation of user 

activities. In the third version of the EC system, we improved the modularization of 

these optional and alternative agency features to enable their automatic (un)plugging 

from the original system. 

Table 1 summarizes the three different versions of our EC system. The first version 

was built without any autonomous behavior, in other words, without software agents. It 

was detailed in Section 3.1. The second version of the EC system contains features that 

are related to autonomous behavior and it has also some new features that add new 
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functionalities to the system as well. The software agent abstraction was used to model 

and implement the autonomous behavior added to the original EC system. A software 

agent is an abstraction that enjoys mainly the following properties [17]: autonomy, 

reactivity, pro-activeness and social ability. Thus, in this second version, we have used 

the agent abstraction and AOSE techniques to allow the introduction of new optional and 

alternative agency features in the system. Fig. 1(b) illustrates the feature model 

containing the new agency optional and alternative features introduced in second version 

of the EC system. 

 

 

(a) Mandatory Features of the EC             (b). Optional Features of the EC. 

Fig. 1. Expert Committee Feature Model. 

The third and last version of the EC system was implemented by applying a series of 

refactorings in version 2. The system was restructured to make the (un)plugging of 

optional features possible. Each optional feature was modularized by using a 

combination of OO design patterns and techniques with Spring configuration files that 

allows the injecting of dependencies inside the variable points of the EC SPL 

architecture. It improves the capacity to produce and compose different configurations 

(products) of the SPL, and it also enables the automatic product derivation by means of 

model-based tools, such as: software factories [18], generative programming [19], 

GenArch [20], pure::variants
5
. Product derivation is the process of constructing a 

product from the set of assets specified or implemented for a SPL [21]. Each product is 

composed of the core features and a valid combination of optional and alternative 

features, according to the feature model. In an automatic product derivation process, the 
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application engineer can generate a configuration (product) of the SPL by only selecting 

and choosing the features that are going to compose your product. 

 

Version Description 

Version 1 Typical web-based application that represents our MAS-PL core. It has 

the mandatory features that support the conference management process. 

These features are listed in Section 3.1. 

Version 2 - Addition of the reviewer role and the functionalities related to it: 

accept/reject review and review paper. 

- Addition of the following functionalities: edit user and assign review to 

reviewer. 

- Addition of autonomous behavior (agents) features, such as, automatic 

paper distribution, task management, deadline monitoring, and email 

notifications. 

Version 3 Refactoring of Version 2 to improve the modularization of some agency 

features in order to make possible the automatic product derivation. 

Table 1. The three versions of ExpertCommittee. 

3.3 The EC MAS-PL Architecture 

The EC Version 2 was implemented as an SPL architecture, which is illustrated in 

Figure 2. New features associated with the autonomous behavior of the system were 

added as a set of optional features. Different software agents and agent roles were 

specified to modularize these features. The JADE framework
6
 was used as the base 

platform to implement our agents. These agents are responsible for monitoring the 

execution of different functionalities of the EC in order to provide their respective 

functionalities. The integration between the web architecture and the agents was 

accomplished by means of the introduction of the Observer pattern [6]. All the services 

that make part of the Business layer extends the Observable class. This class has a 

set of objects that implement the Observer interface. ,The EnvironmentAgent 

implements this interface, and is notified about changes in the system. Details about each 

agent that comprises the system are listed below: 

Environment Agent: this agent monitors the EC system by observing the execution 

of specific business services. These monitored events of the EC system represent the 

environment in which the user agents are situated. Each user agent is specified to 

perceive changes in the environment and make actions according to them. The 

environment agent was implemented using the Observer design pattern [6]. When it is 

initialized, it registers itself as an observer of the services that compose the Business 

layer. These services are observable objects that allow the observation of their actions. 

That means that, for each call of the system business methods, the services not only 

execute the requested methods, but they also notify their respective observers. The only 

observer in our implementation is the EnvironmentAgent, whose aim is to notify the 

other agents of the MAS-PL about the system changes;  
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Fig. 2. MAS-PL Architecture. 

• User Data Agent: this agent receives notifications when new users are created in 

the database. When it happens, it creates a new user agent that will be the representation 

of the user in the system. The initial execution of the user data agent demands the 

creation of a user agent for each user already stored in the database; 

• User Agent: each user stored in the system has an agent that represents him/her 

in the system. This is the autonomous behavior, agents performing actions that the users 

should do. An example is when the paper submission deadline expires and the user agent 

in the chair role will automatically distribute the papers to the committee members. 

Besides this example, most of the user agents are responsible: (i) for analyzing and 

discovering pending tasks for user agents based on the roles the users play in the system; 

and (ii) for sending email notifications; 

• Deadline Agent: this agent is responsible for monitoring the conference 

deadlines. This monitoring serves two purposes: (i) to notify the user agents when a 

deadline is nearly expiring; and (ii) to notify the user agents when a deadline has already 

expired; 

• Task Agent: this agent is responsible for managing the user tasks. It receives 

requests for creating, removing and setting the execution date of tasks. The requests are 

made by the user agents; 

• Notifier Agent: this agent receives requests from other agents to send messages 

to the system users. In the current implementation, it sends these messages through 

email. 

3.4 Evolving the EC MAS-PL Architecture 

In versions 2 and 3 of the EC system, the MAS PL architecture was developed to 

provide the minimum impact when the new optional and alternative features must be 



added. In this way, different architectural and design decisions were accomplished to 

facilitate the creation of different configurations (products) of the MAS PL.  

In the EC Version 2 of our MAS-PL, we adopt traditional design patterns to 

implement its variabilities (variable features). First, as we mentioned before, the 

integration between the web system and the environment agent was implemented using 

the Observer design pattern [6]. The Observer pattern was used to allow the 

(un)plugability of the agency features and maintain the alternative to have all the agency 

feature as optional. Second, we use the Role Object pattern [22] to better modularize the 

implementation of each of our agents (Section 3.3). The Role Object pattern models 

context-specific views of an object as separate role objects which are dynamically 

attached to and removed from the core object. This pattern was mainly used to provide a 

base implementation of the user agents whose behavior can be incremented by attaching 

new roles (such as chair, author, committee, reviewer) to be played by these agents. 

The EC Version 2 provides an improved modularization of the MAS-PL optional and 

alternative features through the adoption of design patterns. However, we noticed the 

need to accomplish new adaptations in the MAS-PL architecture in order to facilitate the 

production of different configurations of our MAS-PL. These required adaptations were: 

(i) to split the agent plans in small units to address only specific MAS features, because 

in the Version 2, the plans were implemented incorporating different features; and (ii) to 

define a mechanism to provide an easy way to configure the different features, including 

fine-grained properties. The EC Version 3 incorporated the implementation of these 

adaptations by providing: (i) a feature-oriented modularization of the agent plans; and 

(ii) a Spring-based mechanism to configure the main MAS-PL components. Both 

implementation decisions enable the automatic instantiation of our MAS PL architecture 

using product derivation tools, such as: pure::variants, GenArch. 

The customization of the MAS PL components using the Spring framework was 

accomplished by specifying a configuration file that aggregates different options of 

configuration of the MAS-PL, such as: (i) different functional features of the conference 

management base system (edit_user, paper_distribution) and respective properties; (ii) 

the different agents and the respective plans; and (iii) the different agent roles and 

respective plans. These important elements of the system were modeled using the bean 

abstraction of the Spring framework. The bean abstraction is used to implement 

configurable component of systems.  

4   Discussions and Lessons Learned 

In this section we present and discuss several lessons learned from our experience of 

development and evolution of the EC MAS-PL. Our lessons learned are related to the 

following main points: features types, AO refactoring, and adaptation of SPL 

methodologies. 

4.1 MAS-PL Features Types 

SPL architectures address the implementation of different types of variable features, 

such as optional, alternative and OR features [15]. In our development experience, we 

have found that in a MAS-PL, the occurrence of variable features varies not only in term 

of its functional features, but it also depends and is structured based on the agency 



features that the MAS-PL needs to address. According to [7], these two types of 

variability are classified as external and internal respectively. Since one of the main aims 

of the implementation of SPL architectures is to improve the modularization and 

management of their features, in a MAS-PL is essential to consider the agency features 

and evaluates how the existing technologies can help to address them.  

In this particular study, we have identified three types of optional/extra features, the 

first one is external and the other ones internal. We believe these three types can be 

considered in most of the MAS-PL, because they are really useful to improve the feature 

management of the MAS-PL. Next we briefly describe these three types: 

• New conference management features: these features add new functionalities to 

the system, as creating new interfaces that users can access. This is the typical kind of 

feature addressed in SPL; 

• New autonomous behavior: we had to introduce agents in the architecture when 

we added autonomous behavior in the system. The modularization of the autonomous 

behavior features using the agent abstraction enables us to (un)plug the features by only 

including or removing a set of agents; 

• New Behaviors and Roles for an Agent: some optional features have impact 

inside of agents. They allow defining agent internal variabilities by defining specific new 

behaviors of agents. These features can be modularized as: (i) specific plans to be 

executed by the agent under specific conditions; and (ii) specific roles to be played by 

the agent in a specific context. 

4.2 AO Refactoring 

Recent research work presents the benefits of adopting aspect-oriented programming 

(AOP) techniques to improve the modularization of features in SPL [23, 24], framework-

based [25] or multi-agent systems [26, 27] architectures. The increasing complexity of 

agent-based applications motivates the use of AOP. AOP has been proposed to allow 

well-modularized crosscutting concerns and it supports improved reusability and 

maintenance [28]. Among the problems of crosscutting variable features we can 

enumerate: (i) tangled code – the code of variable features is tangled with the base code 

(core architecture) of SPL; (ii) spread code – the code of variable features is spread over 

several classes; (iii) replicated code – the code of variable features is replicated over 

many places. All these problems can cause difficulties regarding the management, 

maintenance and reuse of variable features in SPL. 

In order to promote improved separation of concerns, some crosscutting features that 

present the problems mentioned above are natural candidates to be designed and 

implemented using AOP. In our MAS-PL exploratory case study, we have found the 

following interesting situations to adopt AOP techniques:  

(i) modularization of the glue-code that integrates the web-based system (base code) 

with the agent features (new variable agency features) – in our current implementation, 

this is addressed by the Observer design pattern [29] that is used to observe/intercept the 

execution of business methods of the services of the Business layer. AOP can be used to 

modularize the intercepted code that allows the agents monitor the execution of the web-

based system, it facilitates the (un)plug of the agency features in the system. In our case 

study, 17 methods distributed among the services are intercepted to collect information 

for the agents; and  



(ii) modularization of the agent roles – in the EC case study, we have used the Role 

OO design pattern to modularize the agent roles. We have noticed that the use of this 

pattern cannot provide an improved isolation of the agent role features, which is essential 

to SPL variability management. The implementation of the agent classes (e.g. 

UserAgentCore class) requires, for example, the activation and deactivation of the 

agent roles over different points of the execution of the agent behavior, such as agent 

initialization, execution of specific plans, etc. The adoption of AOP to modularize agent 

roles [30] is thus a better option to improve the modularization and evolution of the 

agent roles features. 

4.3 Adaptation of SPL Methodologies 

Over the last years, many SPL methodologies have been proposed [7, 31, 32]. Many of 

them [7, 8, 31] focus mainly on the requirement analysis, architecture and design 

modeling, and management processes. Some of them incorporate concepts and 

techniques from the object-oriented or component-based paradigms. However, these 

SPL methodologies do not detail or barely detail the modeling and documentation of 

agents or role features. 

There is some recent research work that addresses initial proposals to define a MAS-

PL development methodology [12, 13]. These proposals consider MAS methodology as 

a base and adapt it to document features of a product line. Pena et al [11] identify current 

challenges to integrate the MAS and SPL software engineering approaches, such as 

management of evolving systems, need to provide new adapted techniques to cover 

distributed systems and the fact that agent-oriented software engineering does not cover 

some of the activities of SPL. 

In our work, we have developed and evolved a web-based system by introducing the 

implementation of new variable agency features on its original architecture. We focused 

mainly on the use of OO techniques to modularize the implementation of the new agency 

features. The feature model was used to organize the SPL variabilities and guide us 

during the maintenance and refactoring of the different EC versions. The idea to 

introduce agency features in a web system was motivated by the growing need of this 

kind of systems to incorporate recommendations and alerts of pending tasks to their 

users. Based on the results of this exploratory study, we are currently investigating the 

need to propose new extensions to existing SPL methodologies in order to model and 

modularize each of different agency features specified. The main aim is to allow an 

explicit documentation and tracing of these agency variabilities along the SPL 

development process. In particular, we are focusing on these two research directions: (i) 

documentation of MAS-PL architectures considering the integration of SPL and MAS 

proposed methodologies; and (ii) definition of a MAS-PL agile methodology to model 

their requirements and features. 

Our case study has defined an architectural style to increment web-based systems 

with new agency features. It allowed introducing new agency features related to 

recommendations and alerts to the system users. Since many web-based system are 

typically structured following the guidelines of the Layer architectural pattern, we are 

currently exploring the usage of this same architectural style to different web-based 

systems in order to validate its applicability.  



5   Conclusions and Future Work  

This paper presented an exploratory study of development and evolution of a MAS-PL. 

We initially developed a traditional web-based system to support the process of 

conference management. After that, we evolved this system to incorporate a series of 

new agency features, which addresses autonomous behavior associated with 

recommendations to the system users. Different user agents and roles were implemented 

to modularize these features. The feature model was also adopted to drive the 

incorporation of the new features. As a result of our study, we presented a SPL 

architecture that allows to integrate agency features in traditional web-based system. 

Additionally, we presented a set of lessons learned from our study, related to: (i) the 

feature types encountered in our MAS-PL; (ii) the possibility of using aspect-oriented 

techniques to improve the modularization of agency features in our architecture; and (ii)  

the need of adaptation of existing SPL methodologies to allow the modeling of the 

different agency features during the SPL development.  

We are currently extending the research work presented in this paper in several 

directions. We are working to define a base and lightweight SPL methodology that 

allows the specification and documentation of autonomous behavior along the domain 

and application engineering processes. We are refactoring our MAS-PL architecture 

using AOP based on the directions presented in Section 4.2. We are starting to organize 

an experimental empirical study [33] to compare the use of OO and AOP technologies in 

the development and evolution of MAS-PL. Finally, we plan to explore the use of our 

MAS-PL architecture to incorporate autonomous behavior in other web-based systems in 

order to validate it as an architectural style [4]. 
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